What is AJAX?

AJAX = **A**synchronous **J**avaScript **A**nd **X**ML.

AJAX is not a programming language.

AJAX just uses a combination of:

* A browser built-in XMLHttpRequest object (to request data from a web server)
* JavaScript and HTML DOM (to display or use the data)

AJAX is a misleading name. AJAX applications might use XML to transport data, but it is equally common to transport data as plain text or JSON text.

AJAX allows web pages to be updated asynchronously by exchanging data with a web server behind the scenes. This means that it is possible to update parts of a web page, without reloading the whole page.

How AJAX Works

![AJAX](data:image/gif;base64,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)

* 1. An event occurs in a web page (the page is loaded, a button is clicked)
* 2. An XMLHttpRequest object is created by JavaScript
* 3. The XMLHttpRequest object sends a request to a web server
* 4. The server processes the request
* 5. The server sends a response back to the web page
* 6. The response is read by JavaScript
* 7. Proper action (like page update) is performed by JavaScript

Example1:

<!DOCTYPE html>

<html>

<body>

<div id="demo">

<h2>The XMLHttpRequest Object</h2>

<button type="button" onclick="loadDoc()">Change Content</button>

</div>

<script>

function loadDoc() {

var xhttp = new XMLHttpRequest();

xhttp.onreadystatechange = function() {

if (this.readyState == 4 && this.status == 200) {

document.getElementById("demo").innerHTML =

this.responseText;

}

};

xhttp.open("GET", "ajax\_info.txt", true);

xhttp.send();

}

</script>

</body>

</html>

# **AJAX - The XMLHttpRequest Object**

The keystone of AJAX is the XMLHttpRequest object.

## The XMLHttpRequest Object

All modern browsers support the XMLHttpRequest object.

The XMLHttpRequest object can be used to exchange data with a web server behind the scenes. This means that it is possible to update parts of a web page, without reloading the whole page.

## Create an XMLHttpRequest Object

All modern browsers (Chrome, Firefox, IE7+, Edge, Safari, Opera) have a built-in XMLHttpRequest object.

Syntax for creating an XMLHttpRequest object:

*variable*= new XMLHttpRequest();

### **Example**

var xhttp = new XMLHttpRequest();

## Access Across Domains

For security reasons, modern browsers do not allow access across domains.

This means that both the web page and the XML file it tries to load, must be located on the same server.

The examples on W3Schools all open XML files located on the W3Schools domain.

If you want to use the example above on one of your own web pages, the XML files you load must be located on your own server.

## Older Browsers (IE5 and IE6)

Old versions of Internet Explorer (5/6) use an ActiveX object instead of the XMLHttpRequest object:

*variable*= new ActiveXObject("Microsoft.XMLHTTP");

To handle IE5 and IE6, check if the browser supports the XMLHttpRequest object, or else create an ActiveX object:

### **Example**

<!DOCTYPE html>

<html>

<body>

<h2>The XMLHttpRequest Object</h2>

<p id="demo">Let AJAX change this text.</p>

<button type="button" onclick="loadDoc()">Change Content</button>

<script>

function loadDoc() {

var xhttp;

if (window.XMLHttpRequest) {

// code for modern browsers

xhttp = new XMLHttpRequest();

} else {

// code for IE6, IE5

xhttp = new ActiveXObject("Microsoft.XMLHTTP");

}

xhttp.onreadystatechange = function() {

if (this.readyState == 4 && this.status == 200) {

document.getElementById("demo").innerHTML = this.responseText;

}

};

xhttp.open("GET", "ajax\_info.txt", true);

xhttp.send();

}

</script>

</body>

</html>

## XMLHttpRequest Object Methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| new XMLHttpRequest() | Creates a new XMLHttpRequest object |
| abort() | Cancels the current request |
| getAllResponseHeaders() | Returns header information |
| getResponseHeader() | Returns specific header information |
| open(method, url, async, user, psw) | Specifies the request  method: the request type GET or POST url: the file location async: true (asynchronous) or false (synchronous) user: optional user name psw: optional password |
| send() | Sends the request to the server Used for GET requests |
| send(string) | Sends the request to the server. Used for POST requests |
| setRequestHeader() | Adds a label/value pair to the header to be sent |

## XMLHttpRequest Object Properties

|  |  |
| --- | --- |
| **Property** | **Description** |
| Onreadystatechange | Defines a function to be called when the readyState  property changes |
| readyState | Holds the status of the XMLHttpRequest. 0: request not initialized 1: server connection established 2: request received 3: processing request 4: request finished and response is ready |
| responseText | Returns the response data as a string |
| responseXML | Returns the response data as XML data |
| Status | Returns the status-number of a request 200: "OK" 403: "Forbidden" 404: "Not Found" For a complete list go to the [Http Messages Reference](https://www.w3schools.com/tags/ref_httpmessages.asp) |
| statusText | Returns the status-text (e.g. "OK" or "Not Found") |

# **AJAX - Send a Request To a Server**

The XMLHttpRequest object is used to exchange data with a server.

Send a Request To a Server

To send a request to a server, we use the open() and send() methods of the XMLHttpRequest object:

xhttp.open("GET", "ajax\_info.txt", true);  
xhttp.send();

|  |  |
| --- | --- |
| **Method** | **Description** |
| open(*method, url, async*) | Specifies the type of request  *method*: the type of request: GET or POST *url*: the server (file) location *async*: true (asynchronous) or false (synchronous) |
| send() | Sends the request to the server (used for GET) |
| send(*string*) | Sends the request to the server (used for POST) |

GET or POST?

GET is simpler and faster than POST, and can be used in most cases.

However, always use POST requests when:

* A cached file is not an option (update a file or database on the server).
* Sending a large amount of data to the server (POST has no size limitations).
* Sending user input (which can contain unknown characters), POST is more robust and secure than GET.

GET Requests

A simple GET request:

<!DOCTYPE html>

<html>

<body>

<h2>The XMLHttpRequest Object</h2>

<button type="button" onclick="loadDoc()">Request data</button>

<p id="demo"></p>

<script>

function loadDoc() {

var xhttp = new XMLHttpRequest();

xhttp.onreadystatechange = function() {

if (this.readyState == 4 && this.status == 200) {

document.getElementById("demo").innerHTML = this.responseText;

}

};

xhttp.open("GET", "demo\_get.asp", true);

xhttp.send();

}

</script>

</body>

</html>

Example:

If you want to send information with the GET method, add the information to the URL:

<!DOCTYPE html>

<html>

<body>

<h2>The XMLHttpRequest Object</h2>

<button type="button" onclick="loadDoc()">Request data</button>

<p id="demo"></p>

<script>

function loadDoc() {

var xhttp = new XMLHttpRequest();

xhttp.onreadystatechange = function() {

if (this.readyState == 4 && this.status == 200) {

document.getElementById("demo").innerHTML = this.responseText;

}

};

xhttp.open("GET", "demo\_get2.asp?fname=Henry&lname=Ford", true);

xhttp.send();

}

</script>

</body>

</html>

## POST Requests

A simple POST request:

<!DOCTYPE html>

<html>

<body>

<h2>The XMLHttpRequest Object</h2>

<button type="button" onclick="loadDoc()">Request data</button>

<p id="demo"></p>

<script>

function loadDoc() {

var xhttp = new XMLHttpRequest();

xhttp.onreadystatechange = function() {

if (this.readyState == 4 && this.status == 200) {

document.getElementById("demo").innerHTML = this.responseText;

}

};

xhttp.open("POST", "demo\_post2.asp", true);

xhttp.setRequestHeader("Content-type", "application/x-www-form-urlencoded");

xhttp.send("fname=Henry&lname=Ford");

}

</script>

</body>

</html>

|  |  |
| --- | --- |
| **Method** | **Description** |
| setRequestHeader(*header, value*) | Adds HTTP headers to the request  *header*: specifies the header name *value*: specifies the header value |

## The url - A File On a Server

The url parameter of the open() method, is an address to a file on a server:

xhttp.open("GET", "ajax\_test.asp", true);

The file can be any kind of file, like .txt and .xml, or server scripting files like .asp and .php (which can perform actions on the server before sending the response back).

## Asynchronous - True or False?

Server requests should be sent asynchronously.

The async parameter of the open() method should be set to true:

xhttp.open("GET", "ajax\_test.asp", true);

By sending asynchronously, the JavaScript does not have to wait for the server response, but can instead:

* execute other scripts while waiting for server response
* deal with the response after the response is ready

## The onreadystatechange Property

With the XMLHttpRequest object you can define a function to be executed when the request receives an answer.

The function is defined in the onreadystatechange property of the XMLHttpResponse object:

### **Example**

xhttp.onreadystatechange = function() {  
  if (this.readyState == 4 && this.status == 200) {  
    document.getElementById("demo").innerHTML = this.responseText;  
  }  
};  
xhttp.open("GET", "ajax\_info.txt", true);  
xhttp.send();

[Try it Yourself »](https://www.w3schools.com/js/tryit.asp?filename=tryjs_ajax_first)

You will learn more about onreadystatechange in a later chapter.

## Synchronous Request

To execute a synchronous request, change the third parameter in the open() method to false:

xhttp.open("GET", "ajax\_info.txt", false);

Sometimes async = false are used for quick testing. You will also find synchronous requests in older JavaScript code.

Since the code will wait for server completion, there is no need for an onreadystatechange function:

### **Example**

xhttp.open("GET", "ajax\_info.txt", false);  
xhttp.send();  
document.getElementById("demo").innerHTML = xhttp.responseText;

[Try it Yourself »](https://www.w3schools.com/js/tryit.asp?filename=tryjs_ajax_asyncfalse)

Synchronous XMLHttpRequest (async = false) is not recommended because the JavaScript will stop executing until the server response is ready. If the server is busy or slow, the application will hang or stop.

Synchronous XMLHttpRequest is in the process of being removed from the web standard, but this process can take many years.

Modern developer tools are encouraged to warn about using synchronous requests and may throw an InvalidAccessError exception when it occurs.

# **AJAX XML Example**

AJAX can be used for interactive communication with an XML file.

## AJAX XML Example

The following example will demonstrate how a web page can fetch information from an XML file with AJAX:

<!DOCTYPE html>

<html>

<style>

table,th,td {

border : 1px solid black;

border-collapse: collapse;

}

th,td {

padding: 5px;

}

</style>

<body>

<h2>The XMLHttpRequest Object</h2>

<button type="button" onclick="loadDoc()">Get my CD collection</button>

<br><br>

<table id="demo"></table>

<script>

function loadDoc() {

var xhttp = new XMLHttpRequest();

xhttp.onreadystatechange = function() {

if (this.readyState == 4 && this.status == 200) {

myFunction(this);

}

};

xhttp.open("GET", "cd\_catalog.xml", true);

xhttp.send();

}

function myFunction(xml) {

var i;

var xmlDoc = xml.responseXML;

var table="<tr><th>Artist</th><th>Title</th></tr>";

var x = xmlDoc.getElementsByTagName("CD");

for (i = 0; i <x.length; i++) {

table += "<tr><td>" +

x[i].getElementsByTagName("ARTIST")[0].childNodes[0].nodeValue +

"</td><td>" +

x[i].getElementsByTagName("TITLE")[0].childNodes[0].nodeValue +

"</td></tr>";

}

document.getElementById("demo").innerHTML = table;

}

</script>

</body>

</html>

## Example Explained

When a user clicks on the "Get CD info" button above, the loadDoc() function is executed.

The loadDoc() function creates an XMLHttpRequest object, adds the function to be executed when the server response is ready, and sends the request off to the server.

When the server response is ready, an HTML table is built, nodes (elements) are extracted from the XML file, and it finally updates the element "demo" with the HTML table filled with XML data:

function loadDoc() {  
  var xhttp = new XMLHttpRequest();  
  xhttp.onreadystatechange = function() {  
    if (this.readyState == 4 && this.status == 200) {  
    myFunction(this);  
    }  
  };  
  xhttp.open("GET", "cd\_catalog.xml", true);  
  xhttp.send();  
}  
function myFunction(xml) {  
  var i;  
  var xmlDoc = xml.responseXML;  
  var table="<tr><th>Artist</th><th>Title</th></tr>";  
  var x = xmlDoc.getElementsByTagName("CD");  
  for (i = 0; i <x.length; i++) {  
    table += "<tr><td>" +  
    x[i].getElementsByTagName("ARTIST")[0].childNodes[0].nodeValue +  
    "</td><td>" +  
    x[i].getElementsByTagName("TITLE")[0].childNodes[0].nodeValue +  
    "</td></tr>";  
  }  
  document.getElementById("demo").innerHTML = table;  
}

## The XML File

The XML file used in the example above looks like this: "[cd\_catalog.xml](https://www.w3schools.com/js/cd_catalog.xml)".

This XML file does not appear to have any style information associated with it. The document tree is shown below.

<CATALOG>

<CD>

<TITLE>Empire Burlesque</TITLE>

<ARTIST>Bob Dylan</ARTIST>

<COUNTRY>USA</COUNTRY>

<COMPANY>Columbia</COMPANY>

<PRICE>10.90</PRICE>

<YEAR>1985</YEAR>

</CD>

<CD>

<TITLE>Hide your heart</TITLE>

<ARTIST>Bonnie Tyler</ARTIST>

<COUNTRY>UK</COUNTRY>

<COMPANY>CBS Records</COMPANY>

<PRICE>9.90</PRICE>

<YEAR>1988</YEAR>

</CD>

<CD>

<TITLE>Greatest Hits</TITLE>

<ARTIST>Dolly Parton</ARTIST>

<COUNTRY>USA</COUNTRY>

<COMPANY>RCA</COMPANY>

<PRICE>9.90</PRICE>

<YEAR>1982</YEAR>

</CD>

<CD>

<TITLE>Still got the blues</TITLE>

<ARTIST>Gary Moore</ARTIST>

<COUNTRY>UK</COUNTRY>

<COMPANY>Virgin records</COMPANY>

<PRICE>10.20</PRICE>

<YEAR>1990</YEAR>

</CD>

<CD>

<TITLE>Eros</TITLE>

<ARTIST>Eros Ramazzotti</ARTIST>

<COUNTRY>EU</COUNTRY>

<COMPANY>BMG</COMPANY>

<PRICE>9.90</PRICE>

<YEAR>1997</YEAR>

</CD>

<CD>

<TITLE>One night only</TITLE>

<ARTIST>Bee Gees</ARTIST>

<COUNTRY>UK</COUNTRY>

<COMPANY>Polydor</COMPANY>

<PRICE>10.90</PRICE>

<YEAR>1998</YEAR>

</CD>

<CD>

<TITLE>Sylvias Mother</TITLE>

<ARTIST>Dr.Hook</ARTIST>

<COUNTRY>UK</COUNTRY>

<COMPANY>CBS</COMPANY>

<PRICE>8.10</PRICE>

<YEAR>1973</YEAR>

</CD>

<CD>

<TITLE>Maggie May</TITLE>

<ARTIST>Rod Stewart</ARTIST>

<COUNTRY>UK</COUNTRY>

<COMPANY>Pickwick</COMPANY>

<PRICE>8.50</PRICE>

<YEAR>1990</YEAR>

</CD>

<CD>

<TITLE>Romanza</TITLE>

<ARTIST>Andrea Bocelli</ARTIST>

<COUNTRY>EU</COUNTRY>

<COMPANY>Polydor</COMPANY>

<PRICE>10.80</PRICE>

<YEAR>1996</YEAR>

</CD>

<CD>

<TITLE>When a man loves a woman</TITLE>

<ARTIST>Percy Sledge</ARTIST>

<COUNTRY>USA</COUNTRY>

<COMPANY>Atlantic</COMPANY>

<PRICE>8.70</PRICE>

<YEAR>1987</YEAR>

</CD>

<CD>

<TITLE>Black angel</TITLE>

<ARTIST>Savage Rose</ARTIST>

<COUNTRY>EU</COUNTRY>

<COMPANY>Mega</COMPANY>

<PRICE>10.90</PRICE>

<YEAR>1995</YEAR>

</CD>

<CD>

<TITLE>1999 Grammy Nominees</TITLE>

<ARTIST>Many</ARTIST>

<COUNTRY>USA</COUNTRY>

<COMPANY>Grammy</COMPANY>

<PRICE>10.20</PRICE>

<YEAR>1999</YEAR>

</CD>

<CD>

<TITLE>For the good times</TITLE>

<ARTIST>Kenny Rogers</ARTIST>

<COUNTRY>UK</COUNTRY>

<COMPANY>Mucik Master</COMPANY>

<PRICE>8.70</PRICE>

<YEAR>1995</YEAR>

</CD>

<CD>

<TITLE>Big Willie style</TITLE>

<ARTIST>Will Smith</ARTIST>

<COUNTRY>USA</COUNTRY>

<COMPANY>Columbia</COMPANY>

<PRICE>9.90</PRICE>

<YEAR>1997</YEAR>

</CD>

<CD>

<TITLE>Tupelo Honey</TITLE>

<ARTIST>Van Morrison</ARTIST>

<COUNTRY>UK</COUNTRY>

<COMPANY>Polydor</COMPANY>

<PRICE>8.20</PRICE>

<YEAR>1971</YEAR>

</CD>

<CD>

<TITLE>Soulsville</TITLE>

<ARTIST>Jorn Hoel</ARTIST>

<COUNTRY>Norway</COUNTRY>

<COMPANY>WEA</COMPANY>

<PRICE>7.90</PRICE>

<YEAR>1996</YEAR>

</CD>

<CD>

<TITLE>The very best of</TITLE>

<ARTIST>Cat Stevens</ARTIST>

<COUNTRY>UK</COUNTRY>

<COMPANY>Island</COMPANY>

<PRICE>8.90</PRICE>

<YEAR>1990</YEAR>

</CD>

<CD>

<TITLE>Stop</TITLE>

<ARTIST>Sam Brown</ARTIST>

<COUNTRY>UK</COUNTRY>

<COMPANY>A and M</COMPANY>

<PRICE>8.90</PRICE>

<YEAR>1988</YEAR>

</CD>

<CD>

<TITLE>Bridge of Spies</TITLE>

<ARTIST>T'Pau</ARTIST>

<COUNTRY>UK</COUNTRY>

<COMPANY>Siren</COMPANY>

<PRICE>7.90</PRICE>

<YEAR>1987</YEAR>

</CD>

<CD>

<TITLE>Private Dancer</TITLE>

<ARTIST>Tina Turner</ARTIST>

<COUNTRY>UK</COUNTRY>

<COMPANY>Capitol</COMPANY>

<PRICE>8.90</PRICE>

<YEAR>1983</YEAR>

</CD>

<CD>

<TITLE>Midt om natten</TITLE>

<ARTIST>Kim Larsen</ARTIST>

<COUNTRY>EU</COUNTRY>

<COMPANY>Medley</COMPANY>

<PRICE>7.80</PRICE>

<YEAR>1983</YEAR>

</CD>

<CD>

<TITLE>Pavarotti Gala Concert</TITLE>

<ARTIST>Luciano Pavarotti</ARTIST>

<COUNTRY>UK</COUNTRY>

<COMPANY>DECCA</COMPANY>

<PRICE>9.90</PRICE>

<YEAR>1991</YEAR>

</CD>

<CD>

<TITLE>The dock of the bay</TITLE>

<ARTIST>Otis Redding</ARTIST>

<COUNTRY>USA</COUNTRY>

<COMPANY>Stax Records</COMPANY>

<PRICE>7.90</PRICE>

<YEAR>1968</YEAR>

</CD>

<CD>

<TITLE>Picture book</TITLE>

<ARTIST>Simply Red</ARTIST>

<COUNTRY>EU</COUNTRY>

<COMPANY>Elektra</COMPANY>

<PRICE>7.20</PRICE>

<YEAR>1985</YEAR>

</CD>

<CD>

<TITLE>Red</TITLE>

<ARTIST>The Communards</ARTIST>

<COUNTRY>UK</COUNTRY>

<COMPANY>London</COMPANY>

<PRICE>7.80</PRICE>

<YEAR>1987</YEAR>

</CD>

<CD>

<TITLE>Unchain my heart</TITLE>

<ARTIST>Joe Cocker</ARTIST>

<COUNTRY>USA</COUNTRY>

<COMPANY>EMI</COMPANY>

<PRICE>8.20</PRICE>

<YEAR>1987</YEAR>

</CD>

</CATALOG>

# **AJAX PHP Example**

AJAX is used to create more interactive applications.

## AJAX PHP Example

The following example demonstrates how a web page can communicate with a web server while a user types characters in an input field:

### **Example**

<!DOCTYPE html>

<html>

<body>

<h2>The XMLHttpRequest Object</h2>

<h3>Start typing a name in the input field below:</h3>

<p>Suggestions: <span id="txtHint"></span></p>

<p>First name: <input type="text" id="txt1" onkeyup="showHint(this.value)"></p>

<script>

function showHint(str) {

var xhttp;

if (str.length == 0) {

document.getElementById("txtHint").innerHTML = "";

return;

}

xhttp = new XMLHttpRequest();

xhttp.onreadystatechange = function() {

if (this.readyState == 4 && this.status == 200) {

document.getElementById("txtHint").innerHTML = this.responseText;

}

};

xhttp.open("GET", "gethint.php?q="+str, true);

xhttp.send();

}

</script>

</body>

</html>

Code explanation:

First, check if the input field is empty (str.length == 0). If it is, clear the content of the txtHint placeholder and exit the function.

However, if the input field is not empty, do the following:

* Create an XMLHttpRequest object
* Create the function to be executed when the server response is ready
* Send the request off to a PHP file (gethint.php) on the server
* Notice that q parameter is added gethint.php?q="+str
* The str variable holds the content of the input field

## The PHP File - "gethint.php"

The PHP file checks an array of names, and returns the corresponding name(s) to the browser:

<?php  
// Array with names  
$a[] = "Anna";  
$a[] = "Brittany";  
$a[] = "Cinderella";  
$a[] = "Diana";  
$a[] = "Eva";  
$a[] = "Fiona";  
$a[] = "Gunda";  
$a[] = "Hege";  
$a[] = "Inga";  
$a[] = "Johanna";  
$a[] = "Kitty";  
$a[] = "Linda";  
$a[] = "Nina";  
$a[] = "Ophelia";  
$a[] = "Petunia";  
$a[] = "Amanda";  
$a[] = "Raquel";  
$a[] = "Cindy";  
$a[] = "Doris";  
$a[] = "Eve";  
$a[] = "Evita";  
$a[] = "Sunniva";  
$a[] = "Tove";  
$a[] = "Unni";  
$a[] = "Violet";  
$a[] = "Liza";  
$a[] = "Elizabeth";  
$a[] = "Ellen";  
$a[] = "Wenche";  
$a[] = "Vicky";  
  
// get the q parameter from URL  
$q = $\_REQUEST["q"];  
  
$hint = "";  
  
// lookup all hints from array if $q is different from ""  
if ($q !== "") {  
  $q = strtolower($q);  
  $len=strlen($q);  
  foreach($a as $name) {  
    if (stristr($q, substr($name, 0, $len))) {  
      if ($hint === "") {  
        $hint = $name;  
      } else {  
        $hint .= ", $name";  
      }  
    }  
  }  
}  
  
// Output "no suggestion" if no hint was found or output correct values  
echo $hint === "" ? "no suggestion" : $hint;  
?>

# **XML Applications**

<!DOCTYPE html>

<html>

<style>

table,th,td {

border : 1px solid black;

border-collapse: collapse;

}

th,td {

padding: 5px;

}

</style>

<body>

<button type="button" onclick="loadXMLDoc()">Get my CD collection</button>

<br><br>

<table id="demo"></table>

<script>

function loadXMLDoc() {

var xmlhttp = new XMLHttpRequest();

xmlhttp.onreadystatechange = function() {

if (this.readyState == 4 && this.status == 200) {

myFunction(this);

}

};

xmlhttp.open("GET", "cd\_catalog.xml", true);

xmlhttp.send();

}

function myFunction(xml) {

var i;

var xmlDoc = xml.responseXML;

var table="<tr><th>Artist</th><th>Title</th></tr>";

var x = xmlDoc.getElementsByTagName("CD");

for (i = 0; i <x.length; i++) {

table += "<tr><td>" +

x[i].getElementsByTagName("ARTIST")[0].childNodes[0].nodeValue +

"</td><td>" +

x[i].getElementsByTagName("TITLE")[0].childNodes[0].nodeValue +

"</td></tr>";

}

document.getElementById("demo").innerHTML = table;

}

</script>

</body>

</html>